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ABSTRACT

This paper introduces a scalable FPGA implementation of a
stochastic simulation algorithm (SSA) called the Next Re-
action Method. There are some hardware approaches of
SSAs that obtained high-throughput on reconfigurable de-
vices such as FPGAs, but these works lacked in scalability.
The design of this work can accommodate to the increasing
size of target biochemical models, or to make use of increas-
ing capacity of FPGAs. Interconnection network between
arithmetic circuits and multiple simulation circuits aims to
perform a data-driven multi-threading simulation. Approx-
imately 8 times speedup was obtained compared to an exe-
cution on Xeon 2.80GHz.

1. INTRODUCTION

The emergence of an academic field called a systems bi-
ology has brought out a new challenge for both computer
scientists and biologists, which is to simulate cellular sys-
tems using computational resources. Refinements of sim-
ulation algorithms and modeling techniques therefore have
been continuous attempts in this field.

A stochastic biochemical simulation algorithm (SSA)[1]
is a variation of the Monte-Carlo methods, known for its
large number of calculation involved. Consequently, the
stochastic approach could only be applied to extremely small
testing models, and it was difficult to simulate large scale
models with complex reaction systems.

A significant performance enhancement of general-purpose
microprocessors since late in the ’90s were one of the main
causes for the stochastic approach to be reappraised as a fea-
sible method to simulate large-scale biochemical models,
and many refinements were made to the simulation algo-
rithms. Following these trends, some hardware approaches

of stochastic simulators on reconfigurable devices began to
appear around 2004[2][3]. These works suggest tangibility
to achieve 10 to 100 times performance improvement com-
pared to running stochastic simulation on general-purpose
microprocessors, while requiring much lower development
cost than dedicated hardware.

Recent biochemical simulation softwares adopt an algo-
rithm called the Next Reaction Method(NRM). It is widely
known as an SSA with the finest scalability to the size of
target models[4]. This work addresses an FPGA implemen-
tation of the NRM, which has not yet been reported.

In this paper, we propose a new framework of imple-
menting NRM by connecting several calculation units with
an interconnection network. This design aims to maintain a
scalability towards size of biochemical models, while pos-
sessing flexibility to each target models and circuit sizes. As
a prototype implementation, we designed the interconnec-
tion using multiplexers, and investigated performance and
scalability of the design.

2. STOCHASTIC BIOCHEMICAL SIMULATION

2.1. Stochastic Simulation Algorithm (SSA)

Gillespie proposed stochastic modeling techniques of chem-
ically reacting systems, the aim of which is to obtain “state”
variations of a model from moment to moment[1]. A bio-
chemical model is defined as a list of reactions, and the
model’s state as a quantity of each species that appears in
these reactions. Thus, stochastic simulation algorithm (SSA)
is a method to calculate the quantity from time to time. An
example of a biochemical model which has N reactions is
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defined as in (1a)-(1c).

R1 : S1 + S2
k1−→ S3 (1a)

R2 : S2 + S3
k2−→ S4 (1b)

...

RN : SN + S1
kN−−→ S2 (1c)

S1, S2, · · · in equations above represent chemical species,
whose numbers are integers. Species in the left-hand side
are called “reactants”, and ones in the right-hand side are
“products”. Each reactant in reaction Rj has event prob-
ability kj to bring about a chemical reaction. After initial
numbers of each species are given, it is ready to execute a
whole process of one computational cycle, which is to ob-
tain the time change of the model. However, because the
algorithm being a variation of the Monte Carlo method, it
requires many trials of computational cycles to obtain accu-
rate results.

Since the Gillespie’s First Reaction Method (FRM) and
the Direct Method (DM) had been proposed[1], several im-
proved versions of SSA were presented[4][5]. One notable
proposal was made in 2000 by Gibson and Bruck, who pre-
sented a new algorithm called the Next Reaction Method
(NRM). It reduced the time complexity from O(N) of the
original version to O(log(N)), while mathematically “prov-
ing the statistical equivalence of the simulation results”. NRM
is applied to representative software biochemical simulators
such as E-Cell3[6]. The detail of the algorithms are de-
scribed in the next section.

2.1.1. First Reaction Method

The idea of SSA is to obtain the state-change of the model
through a repetition of a process to select a reaction that is
“most likely to occur in the next reaction cycle”.

In this algorithm, the following steps are included in one
reaction cycle. First, the chosen reaction of FRM has the
smallest τj , predicted time of occurrence among all reac-
tions in the system[1]. Then, a predicted time of occurrence
for each reaction (2) is obtained by (3).

−→τ = (τ1, · · · , τN ) (2)

τj = ln (1/r) /aj (3)

Value r is a uniform random number between 0 and 1. aj is
called “a propensity”, which is a multiple of an event prob-
ability kj and a combination number of all the reactants in
Rj .

2.1.2. Next Reaction Method

NRM obtains −→τ according to (3) just like FRM, but two new
ideas are introduced to reduce time complexity[4]: Indexed

Priority Queue(IPQ) and Dependence Graph(DG). The cal-
culation steps in one reaction cycle are as follows. Once −→τ
is calculated, a set of value τj and its reaction ID j are stored
in a heap tree called an IPQ. With this modification, NRM
only requires a calculation of τμ for reaction Rμ that oc-
curred in one reaction cycle without recalculation of whole−→τ . The root node of IPQ points to the next reaction and its
time of occurrence. Afterward, (4) modifies several values
in −→τ .

τj,new = aj,old/aj,new(τj,old − τμ) + τμ (4)

Meanwhile, each biochemical reaction may be depend among
each other; a change in quantity of certain species due to
one biochemical reaction may affect the others. Thus, all
predicted time of reactions τj that are influenced by cur-
rent occurrence needs to be modified. In order to clarify
these causal relationships, NRM uses a list called a DG. For
each reaction, DG enumerates other reactions whose related
species’ number would be modified. For instance, DG of
R1(1a) is given as (5).

DG(R1) = {R2, R3, RN} (5)

Finally, the heap tree is updated to maintain its order. The
update is necessary whenever value τj has been changed
with (3) or (4).

Table 1 shows a comparison of operational processes
in FRM and NRM in a reaction cycle. In NRM, Gibson
and Bruck also introduced a barometer D for representing
a complexity of a biochemical model. Assume a value dj

that represents a dependency of reaction Rj , which is a to-
tal number of reactions that will be updated due to the oc-
curence of Rj . This is equal to a number of executing (3)
or (4) when Rj occurs. The barometer is an average num-
ber D(� N) of dj in the model. Number of calculation
increases according to the model size for FRM, while NRM
is proportional to log(N). This table indicates higher scala-
bility of NRM compared to FRM.

In this paper, the NRM circuit design was evaluated with
a model D4S(D = 4 System) defined in (1a)-(1c) by chang-
ing its N .

Table 1. Number of calculations and time complexity of
FRM and NRM

FRM NRM
Eq. 3 N 1
Eq. 4 0 dμ − 1

updating IPQ 0 dμ

Order O(N) O(log(N))
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Fig. 1. Drop-off of the throughput versus model size

2.2. Stochastic Biochemical Simulators on FPGA

2.2.1. Related work

Several challenges have been made to design a stochastic
biochemical simulator on FPGA since 2004. Keane et al.
and Salwinski et al. both successfully achieved approxi-
mately 20 times speedup compared to general-purpose mi-
croprocessors [2][7]. However, both of their works are based
on more approximated version of Gillespie’s algorithm, and
calculation steps were also simplified. For example, they
convert floating-point to integer values to perform high speed
computation. Thus, simulations on these platforms may re-
quire many more computational cycles to obtain the same
level of accuracy with software-based simulators.

2.2.2. The FRM implementation on an FPGA

We have been implementing and evaluating stochastic bio-
chemical simulators since 2004 [8][3]. In 2006, a circuit was
designed with two simulation threads that time-share one
single-precision floating point computational unit. Pipeline
of the computational unit can receive consecutive input data
to achieve high throughput [3]. And without using approx-
imated stochastic algorithm, this implementation achieved
more than 80 times speedup compared to execution on Xeon
2.80GHz by running six threads in parallel to simulate a
model with 1000 reactions (N = 1000).

Cao et al. has already compared computational time of
NRM and DM, which is known to be more computationally-
efficient than FRM[5]. To investigate more detail, we wrote
execution programs of FRM and NRM in C++, and evalu-
ated throughput versus models size for both algorithms us-
ing D4S. Here, we define a term ”throughput” as an exe-
cution time of one reaction cycle. The results are shown
in Fig.1, together with the FPGA execution result of FRM.
According to these results, throughput degradation of the
FPGA implementation of FRM is more prominent than NRM
execution on Xeon as the model size increases. Advantage
of the two turns back at a point of N = 425, and NRM
move out ahead by about three times at N = 1000. This
implies that calculation cost of FRM on an FPGA is purely

First Reaction Method

Next Reaction Method

Reaction Cycle Reaction Cycle
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PROC
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Reaction Cycle(DU2) Reaction Cycle(DU2)

Reaction Cycle(DU1) Reaction Cycle(DU1)

Fig. 2. Usage of calculation units for FRM and NRM

disadvantageous compared NRM on microprocessors, con-
sidering that NRM is proved to produce equivalent results
with FRM.

Discussions above suggested the possibility of FPGA
implementation of NRM to achieve higher throughput for
stochastic biochemical simulations. Operating frequency of
FPGAs are generally dozen times lower than that of micro-
processors, therefore it is difficult to obtain high throughput
with a single task execution without degrading numerical
precision. Consequently, we followed the policy of running
multiple threads as in our FRM implementation, by arrang-
ing multiple thread execution circuits with small number of
computational units. In addition to achieve high through-
put, we aim to investigate a scalable design toward size of a
target model, or number of threads running in parallel.

3. DESIGN CONCEPT

A schematic figure of calculation steps in FRM and NRM
per a reaction cycle is illustrated in Fig.2. Unlike FRM that
calculates −→τ by repetitively accessing the same calculation
for N times, NRM performs several arithmetic operations
and update of heap trees according to occurrences of reac-
tions. To carry out a seamless operation, a circuit was de-
signed to perform a data-driven multi-threading simulation
unlike previous works with statically scheduled data-flow.

Calculation units for NRM generally occupy a large cir-
cuit area due to having logarithmic arithmetic units. How-
ever, number of logarithmic calculation in one cycle is very
small. Thus, it is effective to share the unit among multiple
simulation threads in terms of area efficiency and through-
put.

Consequently, the modules are divided into two groups.
The first group of modules need to be prepared for each
simulation thread, while the other group is shared among
the multiple threads. These would be connected via some
communication networks. A schematic figure of calculation
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Fig. 4. Connection Diagram of the NRM circuit

steps per simulation cycle of NRM is shown in Fig.3. A sim-
ulation cycle starts from an “Update State” stage, followed
by the next three stages. Each step should be proceeded se-
quentially as shown in Fig.3. “modify-τ” stage is repeated
for dμ − 1 times per cycle, so calculation steps differ among
reactions Rμ that occurred. Three blocks on the right-hand
side of Fig.3 are arrays to store variables and intermediate
data of the simulation, so these blocks should be prepared
for each simulation thread. A set of the three blocks is called
a “Thread Private Unit (TPU)” in the following sections. On
the other hand, six blocks in the left-hand side of the figure
are units that perform calculation based on data of TPUs,
and retrieve the result. Since all simulation threads can use
the same calculation units, they are called “Thread Share
Units (TSUs)” in the following sections.

Fig.4 illustrates a configuration with four sets of TPUs
each of which is connected to TSU with a multiplexer. By
selecting an appropriate interconnection network and num-
ber of TPUs, it becomes tangible to configure a circuit de-
sign according to FPGA area and model size. This paper
evaluates performance and area with a prototype implemen-
tation of the NRM circuit, followed by an investigation of
scalability through an FPGA-implementation of NRM cir-
cuit with variable number of TPUs and TSU sets connected
with a multiplexer.

4. IMPLEMENTATION

4.1. TPU and TSU

A prototype of TPU and TSU was implemented based on
the design described in Section 3. All modules were written
in Verilog-HDL, and synthesis, placement and routing were
done by Xilinx’s ISE8.2i.

Target device of the design is Virtex-II Pro (XC2VP70-
6) on a ReCSiP-2 board[3], a biochemical simulation ori-
ented platform. Single-precision floating-point arithmetic
units were from Xilinx’s LogiCORE floating-point. As a
storage for variables in each unit, BlockRAMs on the Virtex-
II Pro were utilized, whose entry size is 32bit ×1024 words.
Maximum number of biochemical reactions supported by
this implementation is 1024, which is sufficient for existing
stochastic models.

Table 2 is a rough estimate of area and operating fre-
quency of each unit. Area of TCAL in TSU is large, be-
cause it owns a logarithmic arithmetic unit in order to calcu-
late (3). Random numbers required in the same equation are
generated with M-sequence random number generator, and
logarithmic values are obtained with second order interpola-
tion. PRPC and TMOD are calculation units for propensity
and τj modification with (4). REAT, UPDT and DGTB are
tables for storing constant values: species IDs of reactants
in each reaction, state update vectors, and a Dependency
Graph. Components of a TSU have pipeline pitches whose
size are shown as ”flit” in Table 2.

A TPU has three arrays in BlockRAMs, as shown in
Fig.3. It also has controllers to communicate with each TSU
based on the algorithm of NRM. There are two controllers
in the TPU for external and internal use. The external one
handles data transfer between TSUs, and the internal one is
in charge of updating IPQ and reading data required in each
calculation. It should be noted that current implementation
does not perform a continuous data transfer, that is, once a
data sending request is accepted, the next request is not is-
sued before retrieving the calculation result. This data trans-
fer method will make latency longer, but it does not require
any output buffers so that the area is kept small.

Table 2. Resource utilization and operating frequency of
TPU and TSU

TPU TSU
DU REAT TCAL PRPC UPDT& TMOD

DGTB
Slices 640 0 3894 961 0 169

BRAMs 8 2 6 2 3 4
Mult 0 0 13 8 0 0
Freq. 139 122 132 132 115 126

In. width 64 10 64 74 10 64
flit 1 1 1 1 1 2

Latency - 1 21 11 1 27
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Fig. 5. Area and operating frequency

4.2. Interconnect

An interconnection network between TPUs and TSUs can
be categorized into two components: an input network and
an output network to/from the TSU. The input network espe-
cially requires a mechanism to appropriately transfer send-
ing requests from multiple TPUs to the corresponding TSUs.
For this work, T -input multiplexers (MUX) are adopted as
the interconnect, where T represents a number of TPUs.
Each TSU has its own MUX, data bandwidth and functions
of which are correspondent to the TSU.

Each MUX receives data transfer request (REQ) sig-
nal and data from multiple TPUs, then returns acknowledge
(ACK) signal to a TPU, and outputs data to the output line.
Each MUX has a buffer to store one flit of input data. Thus,
when an MUX is connected to a TSU whose transfer data
size is more than two flits, an acknowledged TPU can dom-
inate the MUX for the equal number of clock cycles with
the number of flits. Other TPUs in need to use the same
TSU wait until the end of current data transfer. Current im-
plementation has six TSUs, the input network of which are
connected with six different MUXs. Table 2 shows data size
and number of flits for each MUX. This restriction mecha-
nism of the input networks forms up the output data stream,
so there is no case when multiple TSUs try to send results to
one TPU. Thus, no arbitration mechanism is required in the
output networks.

Area and latency of MUXs increase as T becomes larger.
Their interrelationship will be discussed in Section 5.

5. EVALUATION

5.1. Area evaluation

Fig.5 shows an area and maximum operating frequency with
different numbers of TPU (T ). Current implementation can
accommodate up to 30 TPUs on Xilinx’s XC2VP70-6. From
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the figure, number of used BlockRAMs increases by 8 as
number of T is incremented. Increasing rate of the Block-
RAM (2.43%) is larger than that of the area (1.87%), but
this is not the main reason of limiting the maximum number
of T , since TSUs dominate many slices in the target FPGA.

Slices of TPUs increase linearly as T becomes large.
This causes the increase of slices for MUXs, but its rate is
gradual compared to that of TPUs since they own an output
buffer only for one flit data. However, fan-out to the output
buffer of MUXs also increases, which degrades maximum
operating frequency.

Fig.5 also indicates that critical paths lies in a 64-bit
integer-float converting module when T ≤ 8, and in a TPU-
TMOD MUX when T ≥ 16.

5.2. Performance evaluation

Fig.6 shows throughput measured through RTL simulations
for different model sizes between N = 16 and N = 1000
of D4S model (as defined in (1a)-(1c)). Gain in throughput
and performance based on execution on Xeon 2.80GHz are
also evaluated.

Execution of 16 and 30 threads achieved approximately
5.2 to 8.4 times throughput compared to that of Xeon. The
result also indicates an advantage of the design for sim-
ulating models with larger N . In case when D is com-
mon and N differs, the difference of calculation time is only
caused by the update of a heap tree. Since branch penalties
on Xeon microprocessor is relatively large because it takes
much longer time for updating the heap tree, while the TPU
completes data reading, comparison and exchange in only
3 clock cycles. Critical path of simulation circuits when
T ≥ 16 lies in an MUX between TPU and TSU. Conse-
quently, the throughput of T = 30 is below that of T = 16.
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Based on the analysis above, an improved interconnection
is expected to suppress the degradation of the operating fre-
quency. One idea is to replace the multiplexers with a hier-
archical bus structure.

Data flow rate within the interconnect would significantly
affect the throughput in such structure, therefore we also
evaluated an average clock cycles per one reaction cycle for
different model sizes N in case of T = 16 and T = 30. The
result is shown in Fig.7. The figure tells that the increase
of the clock cycles were small and follows O(log(N)). In
case of D4S model, the number of calculation and update of
heap tree is same among all model sizes. Thus, Fig.7 corre-
sponds to the difference in time required to update the heap
tree in case of the same T and different N , and difference
of waiting time to the multiplexer in case of the same N and
different T . Clock cycles are larger for T = 30 than T = 16
in any case as small as 5 clock cycles. This is because data is
not frequently sent over the interconnection, and the length
is 2 flits at most. Thus, replacement of the interconnect from
multiplexers to the hierarchical bus structure would possi-
bly minimize throughput degradation due to the increase of
waiting time in data transfer.

These evaluation results indicate scalability of the cur-
rent NRM circuit design to the increasing model size, espe-
cially in contrast with execution on Xeon processor. Fea-
sibility of achieving higher throughput is also suggested by
modifying the structure of the interconnection network.

6. CONCLUSION AND FUTURE WORK

This paper described an FPGA-based design of a biochemi-
cal simulation circuit for performing a stochastic simulation
based on the Next Reaction Method, and evaluated its pro-
totype implementation. The circuit was designed to achieve
high throughput by allowing multiple simulation threads run-
ning in parallel. Every module in the circuit is categorized
into a group that should be prepared for each simulation
thread and a group that are shared among multiple threads.
Currently, their interconnection is designed with a multi-
plexer, and approximately 5.2 to 8.4 times higher through-

put was obtained compared to execution on Xeon 2.80 GHz.
Some investigation results are given to suggest a feasibility
of a higher throughput design by selecting appropriate inter-
connection network.

As a future work, we are planning to improve throughput
based on the current structure. Methodology of data transfer
will also be modified from current ping-pong transmission
to a mechanism that tolerates continuous requests. Further-
more, we will analyze utilization of each arithmetic unit and
data transfer rate with several biochemical models, and carry
out more investigation of a suitable design for the intercon-
nection network with higher throughput and scalability.

ACKNOWLEDGMENT

This work is supported by VLSI Design and Education Cen-
ter(VDEC), The University of Tokyo with the collaboration
with Cadence Corporation.

7. REFERENCES

[1] D. T. Gillespie, “A general method for numerically simulating
the stochastic time evolution of coupled chemical reactions,”
Journal of Computational Physics, vol. 22, pp. 403–434, 1976.

[2] J. F. Keane, C. Bradley, and C. Ebeling, “A compiled accel-
erator for biological cell signaling simulations,” in The 12th
International Symposium on Field-Programmable Gate Ar-
rays(FPGA), Feb. 2004, pp. 233–241.

[3] M. Yoshimi, Y. Osana, Y. Iwaoka, Y. Nishikawa, T. Kojima,
A. Funahashi, N. Hiroi, Y. Shibata, N. Iwanaga, H. Kitano, and
H. Amano, “An FPGA Implementation of High Throughput
Stochastic Simulator for Large-Scale Biochemical Systems,”
in The 16th International Conference on Field Programmable
Logic and Applications, Aug. 2006, pp. 227–232.

[4] M. A.Gibson and J. Bruck, “Efficient exact stochastic simula-
tion of chemical systems with many species and many chan-
nels,” Journal of Physical Chemistry A, vol. 104, no. 9, pp.
1876–1889, 2000.

[5] Y. Cao, H. Li, and L. Petzold, “Efficient formulation of the
stochastic simulation algorithm for chemically recting sys-
tems,” Journal of Chemical Physics, vol. 121, no. 9, pp. 4059–
4067, 2004.

[6] K. Takahashi, K. Yugi, K. Hashimoto, Y. Yamada, C. J. F.
Pickett, and M. Tomita, “A multi-algorithm, multi-timescale
method for cell simulation,” Bioinformatics, vol. 20, no. 4, pp.
538–546, Mar. 2004.

[7] L. Salwinski and D. Eisenberg, “In silico simulation of biolog-
ical network dynamics,” Nature Biotechnology, vol. 22, no. 8,
pp. 1017–1019, Aug. 2004.

[8] M. Yoshimi, Y. Osana, T. Fukushima, and H. Amano,
“Stochastic simulation for biochemical reactions on FPGA,”
in The 14th International Conference on Field Programmable
Logic and Applications, ser. Lecture Notes in Computer Sci-
ence, vol. 3203. Springer, Aug. 2004, pp. 105–114.

259



<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (Gray Gamma 2.2)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.6
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJDFFile false
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /DetectCurves 0.0000
  /ColorConversionStrategy /LeaveColorUnchanged
  /DoThumbnails false
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize false
  /OPM 0
  /ParseDSCComments false
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo false
  /PreserveFlatness true
  /PreserveHalftoneInfo true
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts false
  /TransferFunctionInfo /Remove
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
    /Arial-Black
    /Arial-BoldItalicMT
    /Arial-BoldMT
    /Arial-ItalicMT
    /ArialMT
    /ArialNarrow
    /ArialNarrow-Bold
    /ArialNarrow-BoldItalic
    /ArialNarrow-Italic
    /ArialUnicodeMS
    /BookAntiqua
    /BookAntiqua-Bold
    /BookAntiqua-BoldItalic
    /BookAntiqua-Italic
    /BookmanOldStyle
    /BookmanOldStyle-Bold
    /BookmanOldStyle-BoldItalic
    /BookmanOldStyle-Italic
    /BookshelfSymbolSeven
    /Century
    /CenturyGothic
    /CenturyGothic-Bold
    /CenturyGothic-BoldItalic
    /CenturyGothic-Italic
    /CenturySchoolbook
    /CenturySchoolbook-Bold
    /CenturySchoolbook-BoldItalic
    /CenturySchoolbook-Italic
    /ComicSansMS
    /ComicSansMS-Bold
    /CourierNewPS-BoldItalicMT
    /CourierNewPS-BoldMT
    /CourierNewPS-ItalicMT
    /CourierNewPSMT
    /EstrangeloEdessa
    /FranklinGothic-Medium
    /FranklinGothic-MediumItalic
    /Garamond
    /Garamond-Bold
    /Garamond-Italic
    /Gautami
    /Georgia
    /Georgia-Bold
    /Georgia-BoldItalic
    /Georgia-Italic
    /Haettenschweiler
    /Impact
    /Kartika
    /Latha
    /LetterGothicMT
    /LetterGothicMT-Bold
    /LetterGothicMT-BoldOblique
    /LetterGothicMT-Oblique
    /LucidaConsole
    /LucidaSans
    /LucidaSans-Demi
    /LucidaSans-DemiItalic
    /LucidaSans-Italic
    /LucidaSansUnicode
    /Mangal-Regular
    /MicrosoftSansSerif
    /MonotypeCorsiva
    /MSReferenceSansSerif
    /MSReferenceSpecialty
    /MVBoli
    /PalatinoLinotype-Bold
    /PalatinoLinotype-BoldItalic
    /PalatinoLinotype-Italic
    /PalatinoLinotype-Roman
    /Raavi
    /Shruti
    /Sylfaen
    /SymbolMT
    /Tahoma
    /Tahoma-Bold
    /TimesNewRomanMT-ExtraBold
    /TimesNewRomanPS-BoldItalicMT
    /TimesNewRomanPS-BoldMT
    /TimesNewRomanPS-ItalicMT
    /TimesNewRomanPSMT
    /Trebuchet-BoldItalic
    /TrebuchetMS
    /TrebuchetMS-Bold
    /TrebuchetMS-Italic
    /Tunga-Regular
    /Verdana
    /Verdana-Bold
    /Verdana-BoldItalic
    /Verdana-Italic
    /Vrinda
    /Webdings
    /Wingdings2
    /Wingdings3
    /Wingdings-Regular
    /ZWAdobeF
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 150
  /ColorImageMinResolutionPolicy /OK
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 300
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages false
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 150
  /GrayImageMinResolutionPolicy /OK
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 300
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages false
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 1200
  /MonoImageMinResolutionPolicy /OK
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000410064006f006200650020005000440046002065876863900275284e8e55464e1a65876863768467e5770b548c62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef69069752865bc666e901a554652d965874ef6768467e5770b548c52175370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002c0020006400650072002000650067006e006500720020007300690067002000740069006c00200064006500740061006c006a006500720065007400200073006b00e60072006d007600690073006e0069006e00670020006f00670020007500640073006b007200690076006e0069006e006700200061006600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200075006d002000650069006e00650020007a0075007600650072006c00e40073007300690067006500200041006e007a006500690067006500200075006e00640020004100750073006700610062006500200076006f006e00200047006500730063006800e40066007400730064006f006b0075006d0065006e00740065006e0020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f00620065002000500044004600200061006400650063007500610064006f007300200070006100720061002000760069007300750061006c0069007a00610063006900f3006e0020006500200069006d0070007200650073006900f3006e00200064006500200063006f006e006600690061006e007a006100200064006500200064006f00630075006d0065006e0074006f007300200063006f006d00650072006300690061006c00650073002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f006200650020005000440046002000700072006f00660065007300730069006f006e006e0065006c007300200066006900610062006c0065007300200070006f007500720020006c0061002000760069007300750061006c00690073006100740069006f006e0020006500740020006c00270069006d007000720065007300730069006f006e002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA (Utilizzare queste impostazioni per creare documenti Adobe PDF adatti per visualizzare e stampare documenti aziendali in modo affidabile. I documenti PDF creati possono essere aperti con Acrobat e Adobe Reader 5.0 e versioni successive.)
    /JPN <FEFF30d330b830cd30b9658766f8306e8868793a304a3088307353705237306b90693057305f002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e305930023053306e8a2d5b9a3067306f30d530a930f330c8306e57cb30818fbc307f3092884c3044307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020be44c988b2c8c2a40020bb38c11cb97c0020c548c815c801c73cb85c0020bcf4ace00020c778c1c4d558b2940020b3700020ac00c7a50020c801d569d55c002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken waarmee zakelijke documenten betrouwbaar kunnen worden weergegeven en afgedrukt. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200073006f006d002000650072002000650067006e0065007400200066006f00720020007000e5006c006900740065006c006900670020007600690073006e0069006e00670020006f00670020007500740073006b007200690066007400200061007600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f00620065002000500044004600200061006400650071007500610064006f00730020007000610072006100200061002000760069007300750061006c0069007a006100e700e3006f002000650020006100200069006d0070007200650073007300e3006f00200063006f006e0066006900e1007600650069007300200064006500200064006f00630075006d0065006e0074006f007300200063006f006d0065007200630069006100690073002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a0061002c0020006a006f0074006b006100200073006f0070006900760061007400200079007200690074007900730061007300690061006b00690072006a006f006a0065006e0020006c0075006f00740065007400740061007600610061006e0020006e00e400790074007400e4006d0069007300650065006e0020006a0061002000740075006c006f007300740061006d0069007300650065006e002e0020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400200073006f006d00200070006100730073006100720020006600f60072002000740069006c006c006600f60072006c00690074006c006900670020007600690073006e0069006e00670020006f006300680020007500740073006b007200690066007400650072002000610076002000610066006600e4007200730064006f006b0075006d0065006e0074002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU (Use these settings to create PDFs that match the "Required"  settings for PDF Specification 4.0)
  >>
>> setdistillerparams
<<
  /HWResolution [600 600]
  /PageSize [612.000 792.000]
>> setpagedevice


